## Design Principles

* 1. Open Close Principle
  2. Dependency Inversion Principle
  3. Interface Segregation Principle
  4. Single Responsibility Principle
  5. Liskov's Substitution Principle

## Creational Patterns

* 1. Singleton
  2. Factory
  3. Factory Method
  4. Abstract Factory
  5. Builder
  6. Prototype
  7. Object Pool

## Behavioral Patterns

* 1. Chain of Responsibility
  2. Command
  3. Interpreter
  4. Iterator
  5. Mediator
  6. Memento
  7. Observer
  8. Strategy
  9. Template Method
  10. Visitor
  11. Null Object

## Structural Patterns

* 1. Adapter
  2. Bridge
  3. Composite
  4. Decorator
  5. Flyweight
  6. Proxy
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## What are Software Design Principles?

Software design principles represent a set of guidelines that helps us to avoid having a bad design. The design principles are associated to Robert Martin who gathered them in "Agile Software Development: Principles, Patterns, and Practices". According to Robert Martin there are 3 important characteristics of a bad design that should be avoided:

* Rigidity - It is hard to change because every change affects too many other parts of the system.
* Fragility - When you make a change, unexpected parts of the system break.
* Immobility - It is hard to reuse in another application because it cannot be disentangled from the current application.

## [Open Close Principle](http://www.oodesign.com/open-close-principle.html)

* *Software entities like classes, modules and functions should be****open for extension****but****closed for modifications.***

OPC is a generic principle. You can consider it when writing your classes to make sure that when you need to extend their behavior you don�t have to change the class but to extend it. The same principle can be applied for modules, packages, libraries. If you have a library containing a set of classes there are many reasons for which you�ll prefer to extend it without changing the code that was already written (backward compatibility, regression testing, �). This is why we have to make sure our modules follow Open Closed Principle.

When referring to the classes Open Close Principle can be ensured by use of Abstract Classes and concrete classes for implementing their behavior. This will enforce having Concrete Classes extending Abstract Classes instead of changing them. Some particular cases of this are Template Pattern and Strategy Pattern.

## [Dependency Inversion Principle](http://www.oodesign.com/dependency-inversion-principle.html)

* *High-level modules should not depend on low-level modules. Both should depend on abstractions.*
* *Abstractions should not depend on details. Details should depend on abstractions.*

Dependency Inversion Principle states that we should decouple high level modules from low level modules, introducing an abstraction layer between the high level classes and low level classes. Further more it inverts the dependency: instead of writing our abstractions based on details, the we should write the details based on abstractions.

Dependency Inversion or Inversion of Control are better know terms referring to the way in which the dependencies are realized. In the classical way when a software module(class, framework, �) need some other module, it initializes and holds a direct reference to it. This will make the 2 modules tight coupled. In order to decouple them the first module will provide a hook(a property, parameter, �) and an external module controlling the dependencies will inject the reference to the second one.

By applying the Dependency Inversion the modules can be easily changed by other modules just changing the dependency module. Factories and Abstract Factories can be used as dependency frameworks, but there are specialized frameworks for that, known as Inversion of Control Container.

## [Interface Segregation Principle](http://www.oodesign.com/interface-segregation-principle.html)

* *Clients should not be forced to depend upon interfaces that they don't use.*

This principle teaches us to take care how we write our interfaces. When we write our interfaces we should take care to add only methods that should be there. If we add methods that should not be there the classes implementing the interface will have to implement those methods as well. For example if we create an interface called Worker and add a method lunch break, all the workers will have to implement it. What if the worker is a robot?

As a conclusion Interfaces containing methods that are not specific to it are called polluted or fat interfaces. We should avoid them.

## [Single Responsibility Principle](http://www.oodesign.com/single-responsibility-principle.html)

* *A class should have only one reason to change.*

In this context a responsibility is considered to be one reason to change. This principle states that if we have 2 reasons to change for a class, we have to split the functionality in two classes. Each class will handle only one responsibility and on future if we need to make one change we are going to make it in the class which handle it. When we need to make a change in a class having more responsibilities the change might affect the other functionality of the classes.

Single Responsibility Principle was introduced Tom DeMarco in his book Structured Analysis and Systems Specification, 1979. Robert Martin reinterpreted the concept and defined the responsibility as a reason to change.

## [Liskov's Substitution Principle](http://www.oodesign.com/liskov-s-substitution-principle.html)

* *Derived types must be completely substitutable for their base types.*

This principle is just an extension of the Open Close Principle in terms of behavior meaning that we must make sure that new derived classes are extending the base classes without changing their behavior. The new derived classes should be able to replace the base classes without any change in the code.

Liskov's Substitution Principle was introduced by Barbara Liskov in a 1987 Conference on Object Oriented Programming Systems Languages and Applications, in [Data abstraction and hierarchy](http://portal.acm.org/citation.cfm?id=62141)

## Creational Design Patterns (from <http://www.oodesign.com/> )

## Singleton –

Ensure that only one instance of a class is created and Provide a global access point to the object.

### Common Usage

There are many common situations when singleton pattern is used:

- Logger Classes

- Configuration Classes

- Accessing resources in shared mode

- Other design patterns implemented as Singletons: Factories and Abstract Factories, Builder, Prototype

### When to Use:

Singleton pattern should be used when we must ensure that only one instance of a class is created and when the instance must be available through all the code. A special care should be taken in multi-threading environments when multiple threads must access the same resources through the same singleton object.

## Factory

(Simplified version of Factory Method) - Creates objects without exposing the instantiation logic to the client and Refers to the newly created object through a common interface.

### When to Use

Factory pattern should be used when: - a framework delegate the creation of objects derived from a common superclass to the factory - we need flexibility in adding new types of objects that must be created by the class

### Common Usage

Along with singleton pattern the factory is one of the most used patterns. Almost any application has some factories. Here are a some examples in java:

- factories providing an xml parser: javax.xml.parsers.DocumentBuilderFactory or javax.xml.parsers.SAXParserFactory

- java.net.URLConnection - allows users to decide which protocol to use

![http://www.oodesign.com/images/creational/factory-pattern.gif](data:image/gif;base64,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)

## Factory Method

- Defines an interface for creating objects, but let subclasses to decide which class to instantiate and Refers to the newly created object through a common interface.

When to Use , Common Usage

Click to zoom

Abstract Factory Look & Feel Example

Abstract Pattern Example

## Abstract Factory

- Offers the interface for creating a family of related objects, without explicitly specifying their classes.

### When to Use

Abstract Factory should be used when:

* A system should be configured with one of multiple families of products
* A system should be independent of how its products are created, composed and represented
* Products from the same family should be used all together, products from different families ahould not be used togheter and this constraint must be ensured.
* Only the product interfaces are revealed, the implementations remains hidden to the clients.

### Common Usage

Examples of abstract factories:

* java.awt.Toolkit - the abstract superclass of all actual implementations of the Abstract Window Toolkit. Subclasses of Toolkit are used to bind the various components to particular native toolkit implementations(Java AWT).
* javax.swing.LookAndFeel - an abstract swing factory to swithct between several look and feel for the components displayed(Java Swing).
* java.sql.Connection - an abstract factory which create Statements, PreparedStatements, CallableStatements,... for each database flavor.

## Builder

- Defines an instance for creating an object but letting subclasses decide which class to instantiate and Allows a finer control over the construction process.

Example: Text Converter in Java

Click to zoom
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## Prototype

- Specify the kinds of objects to create using a prototypical instance, and create new objects by copying this prototype.

Click to zoom

Object Pool Database Example

Object Pool Example

Object Pool - reuses and shares objects that are expensive to create..

When to Use , Common Usage , Sourcecode: Database Connection Pool in Java

## Behavioral Design Patterns:

## Chain of Responsibility

It avoids attaching the sender of a request to its receiver, giving this way other objects the possibility of handling the request too.

- The objects become parts of a chain and the request is sent from one object to another across the chain until one of the objects will handle it.

Sourcecode:

Click to zoom

Command Pattern Restaurant Example

Command Pattern Example

## Command

- Encapsulate a request in an object, Allows the parameterization of clients with different requests and Allows saving the requests in a queue.

Sourcecode: Buying/Selling stocks in Java

Click to zoom

Interpreter Pattern

## Interpreter

- Given a language, define a representation for its grammar along with an interpreter that uses the representation to interpret sentences in the language / Map a domain to a language, the language to a grammar, and the grammar to a hierarchical object-oriented design

Sourcecode: Romans Numerals Converter in Java

Click to zoom

## Iterator Pattern

Iterator - Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation.

Sourcecode: Java Iterator

Click to zoom

Mediator Pattern

Mediator - Define an object that encapsulates how a set of objects interact. Mediator promotes loose coupling by keeping objects from referring to each other explicitly, and it lets you vary their interaction independently.

Sourcecode:

Click to zoom

Observer Pattern News Publisher Example

Highslide JS

Observer - Define a one-to-many dependency between objects so that when one object changes state, all its dependents are notified and updated automatically.

Sourcecode: News Publisher in Java

Click to zoom

Strategy Pattern Robot Example

Highslide JS

Strategy - Define a family of algorithms, encapsulate each one, and make them interchangeable. Strategy lets the algorithm vary independently from clients that use it.

Sourcecode: Robot Application in Java

Click to zoom

Template Method Travel Example

Highslide JS

Template Method - Define the skeleton of an algorithm in an operation, deferring some steps to subclasses / Template Method lets subclasses redefine certain steps of an algorithm without letting them to change the algorithm's structure.

Sourcecode: Travel Agency Application in Java

Click to zoom

Visitor Pattern Customers Example

Visitor Pattern Example

Visitor - Represents an operation to be performed on the elements of an object structure / Visitor lets you define a new operation without changing the classes of the elements on which it operates.

Sourcecode: Customers Report Example

Click to zoom

Null Object Pattern

Null Object - Provide an object as a surrogate for the lack of an object of a given type. / The Null Object Pattern provides intelligent do nothing behavior, hiding the details from its collaborators.

Sourcecode:

## Structural Design Patterns:

## [Adapter](http://www.oodesign.com/adapter-pattern.html)

 - Convert the interface of a class into another interface clients expect. / Adapter lets classes work together, that could not otherwise because of incompatible interfaces.

Click to zoom  
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## [Bridge](http://www.oodesign.com/bridge-pattern.html)

 - Compose objects into tree structures to represent part-whole hierarchies. / Composite lets clients treat individual objects and compositions of objects uniformly.

Sourcecode: [Object Persistence Api in Java](http://www.oodesign.com/bridge-pattern-object-persistence-api-example-java-sourcecode.html)

Click to zoom  
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## [Composite](http://www.oodesign.com/composite-pattern.html)

Compose objects into tree structures to represent part-whole hierarchies. / Composite lets clients treat individual objects and compositions of objects uniformly.

Sourcecode: [Shapes Example in Java](http://www.oodesign.com/composite-pattern-shapes-example-java-sourcecode.html)
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## [Decorator](http://www.oodesign.com/decorator-pattern.html)

- add additional responsibilities dynamically to an object.

Sourcecode: [Gui Application Example](http://www.oodesign.com/decorator-pattern-gui-example-java-sourcecode.html)
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## [Flyweight](http://www.oodesign.com/flyweight-pattern.html)

- use sharing to support a large number of objects that have part of their internal state in common where the other part of state can vary.

Sourcecode: [Java Wargame Example](http://www.oodesign.com/flyweight-pattern-wargame-example-java-sourcecode.html)
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## [Memento](http://www.oodesign.com/memento-pattern.html)

- capture the internal state of an object without violating encapsulation and thus providing a mean for restoring the object into initial state when needed.

Source Code: [Calculator Example in Java](http://www.oodesign.com/memento-pattern-calculator-example-java-sourcecode.html)
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## [Proxy](http://www.oodesign.com/proxy-pattern.html)

provide a “Placeholder” for an object to control references to it. -

Sourcecode: [Proxy Pattern in Java](http://www.oodesign.com/proxy-pattern.html)----------------------

## [Decorator design Pattern in Java with Example Java Tutorial](http://javarevisited.blogspot.in/2011/11/decorator-design-pattern-java-example.html)

I was thinking to write on **decorator design pattern in Java** when I first wrote [10 interview questions on Singleton Pattern in Java](http://javarevisited.blogspot.com/2011/03/10-interview-questions-on-singleton.html). Since design pattern is quite important while building software and it’s equally important on any Core Java Interview, It’s always good to have clear understanding of various design patterns in Java. In this article we will explore and learn **Decorator Design pattern in Java** which is a prominent core Java design pattern and you can see lot of its example in JDK itself. JDK use decorator pattern in IO package where it has decorated Reader and Writer Classes for various scenario, for example BufferedReader and BufferedWriter are example of decorator design pattern in Java. From design perspective its also good idea to learn how existing things work inside JDK itself for example [How HashMap works in Java](http://javarevisited.blogspot.com/2011/02/how-hashmap-works-in-java.html) or [How SubString method work in Java](http://javarevisited.blogspot.com/2011/10/how-substring-in-java-works.html), that will give you some idea of things you need to keep in mind while designing your Class or interface in Java. Now let’s Move on to **Decorator pattern in Java**.

## Java Decorator Design Pattern

In this Java tutorial we will see:

What is decorator pattern in Java?

When to use decorator pattern in Java?

How to use decorator pattern in Java?

Example of decorator design pattern

Advantage and Disadvantage of decorator pattern in Java

### What is decorator design pattern in Java?

          Decorator design pattern is used to **enhance the functionality of a particular object at run-time** or dynamically.

          At the same time **other instance of same class will not be affected by this** so individual object gets the new behavior.

          Basically we wrap the original object through decorator object.

          Decorator design pattern is based on abstract classes and we derive concrete implementation from that classes,

          It’s a structural design pattern and most widely used.

I prefer to answer *What is decorator design pattern* in point format just to stress on important point like this pattern operator at individual object level. This question also asked in many [Core Java interviews in Investment banks](http://javarevisited.blogspot.com/2011/04/top-20-core-java-interview-questions.html)

### Problem which is solved by Decorator Pattern:
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**When to use Decorator pattern in Java**

          When sub classing is become impractical and we need large number of different possibilities to make independent object or we can say we have number of combination for an object.

          Secondly when we want to add functionality to individual object not to all object at run-time we use decorator design pattern.

**Code Example of decorator design pattern:**

To better understand concept of decorator design pattern let see a code example using Decorator Pattern in Java. You can also look inside JDK and find what are classes and packages which are using decorator pattern.

// Component on Decorator design pattern

**public** **abstract** **class** Currency **{**  
 String description = "Unknown currency";

**public** String getCurrencyDescription**()** **{**  
  **return** description;  
 **}**

 public abs**tract** **double** cost**(double** value**)**;

**}**

// Concrete Component

**public** **class**Rupee **extends** Currency**{**

**double**value**;**

**public** Rupee**()** **{**  
  description = "indian rupees";  
 **}**

 public double cost(double v){  
  value=v;

  returnvalue;  
 **}**

**}**

//Another Concrete Component

public class Dollar extends Currency{

**double**value**;**

 public Dollar () {  
  description = "Dollar”;  
 }

**public** **double** cost**(double v){**

**value=v;**

**return** value;

**}**

**}**

// Decorator

**public** **abstract** **class** Decorator **extends** Currency**{**

**public** **abstract** String getDescription**()**;

**}**

// Concrete Decorator

**public** **class** USDDecorator **extends** Decorator**{**

 Currency currency;

**public** USDDecorator**(**Currency currency**){**  
  **this**.currency = currency;  
 **}**

**public** String getDescription**(){**  
  **return** currency.getDescription**()**+" ,its US Dollar";  
 **}**

**}**

//Another Concrete Decorator

**public** **class** SGDDecorator **extends** Decorator**{**  
 Currency currency;

**public** SGDDecorator**(**Currency currency**){**  
  **this**.currency = currency;  
 **}**

**public** String getDescription**(){**  
  **return** currency.getDescription**()**+" ,its singapore Dollar";  
 **}**

**}**

Now its time to check currency.

**public** **class** CurrencyCheck **{**

**public** **static** **void** main**(**String**[]** args**)** **{**

  // without adding decorators

  Currency curr = **new** Dollar**()**;

  System.out.println**(**curr.getDescription**()** +" dollar. "+curr.cost**(2.0))**;

  //adding decorators

  Currency curr2 = **new** USDDecorator**(new** Dollar()**)**;

  System.out.println**(**curr2.getDescription**()** +" dollar. "+curr2.cost**(4.0))**;

Currency curr3 = **new** SGDDecorator**(new** Dollar()**)**;

  System.out.println**(**curr3.getDescription**()** +" dollar. "+curr3.cost**(4.0))**;

}

**Explanation of the code**:

We can understand this in following term;

1.      **Component Interface**: In our example Currency interface is component which used on its own or we need decorator for that.

2.      **Concrete Component: it** implements Component and we add new behavior to this object at dynamically. Dollar and Rupee are the concrete implementation of currency.

3.      **Decorator: Decorator** contains a HAS a Relationship in simple word we can say it has a instance variable that holds reference for component they implement same component which they are going to decorate. Here a Decorator is an abstract class which extends the currency.

4.      **Concrete Decorator:** it’s an implementation of Decorator So USD Dollar and SGD Dollar are the implementation of Decorator contains instance variable for component interface or the thing which they are going to decorate.

**Advantage of Decorator design Pattern in Java**

In brief we see what the main advantages of using decorator design patterns are.

1.      Decorator Pattern is flexible than inheritance because inheritance add responsibilities at compile time and it will add at run-time.

2.      Decorator pattern enhance or modify the object functionality

**Disadvantage**

Main disadvantage of using Decorator Pattern in Java is that the code maintenance can be a problem as it provides a lot of similar kind of small objects (each decorator).

That’s all on **decorator design pattern in Java**. To get mastery on decorator pattern I suggest looking inside JDK library itself and finding what classes are decorated, why they are decorated. Also think of scenario where inheritance is impractical and you look more flexibility and try to **use decorator pattern in Java** there.

**Some more Interesting tutorials:**

## Design Pattern Used by Java Itself:

Creational patterns : Abstract factory (recognizable by creational methods returning the factory itself which in turn can be used to create another abstract/interface type)

javax.xml.parsers.DocumentBuilderFactory#newInstance()

javax.xml.transform.TransformerFactory#newInstance()

javax.xml.xpath.XPathFactory#newInstance()

Builder (recognizable by creational methods returning the instance itself)

java.lang.StringBuilder#append() (unsynchronized)

java.lang.StringBuffer#append() (synchronized)

java.nio.ByteBuffer#put() (also on CharBuffer, ShortBuffer, IntBuffer, LongBuffer, FloatBuffer and DoubleBuffer)

javax.swing.GroupLayout.Group#addComponent()

All implementations of java.lang.Appendable

Factory method (recognizeable by creational methods returning an implementation of an abstract/interface type)

java.util.Calendar#getInstance()

java.util.ResourceBundle#getBundle()

java.text.NumberFormat#getInstance()

java.nio.charset.Charset#forName()

java.net.URLStreamHandlerFactory#createURLStreamHandler(String) (Returns singleton object per protocol)

Prototype (recognizeable by creational methods returning a different instance of itself with the same properties)

java.lang.Object#clone() (the class has to implement java.lang.Cloneable)

Singleton (recognizeable by creational methods returning the same instance (usually of itself) everytime)

java.lang.Runtime#getRuntime()

java.awt.Desktop#getDesktop()

java.lang.System#getSecurityManager()

Structural patterns

Adapter (recognizeable by creational methods taking an instance of different abstract/interface type and returning an implementation of own/another abstract/interface type which decorates/overrides the given instance)

java.util.Arrays#asList()

java.io.InputStreamReader(InputStream) (returns a Reader)

java.io.OutputStreamWriter(OutputStream) (returns a Writer)

javax.xml.bind.annotation.adapters.XmlAdapter#marshal() and #unmarshal()

Bridge (recognizeable by creational methods taking an instance of different abstract/interface type and returning an implementation of own abstract/interface type which delegates/uses the given instance)

None comes to mind yet. A fictive example would be new LinkedHashMap(LinkedHashSet<K>, List<V>) which returns an unmodifiable linked map which doesn't clone the items, but uses them. The java.util.Collections#newSetFromMap() and singletonXXX() methods however comes close.

Composite (recognizeable by behavioral methods taking an instance of same abstract/interface type into a tree structure)

java.awt.Container#add(Component) (practically all over Swing thus)

javax.faces.component.UIComponent#getChildren() (practically all over JSF UI thus)

Decorator (recognizeable by creational methods taking an instance of same abstract/interface type which adds additional behaviour)

All subclasses of java.io.InputStream, OutputStream, Reader and Writer have a constructor taking an instance of same type.

java.util.Collections, the checkedXXX(), synchronizedXXX() and unmodifiableXXX() methods.

javax.servlet.http.HttpServletRequestWrapper and HttpServletResponseWrapper

Facade (recognizeable by behavioral methods which internally uses instances of different independent abstract/interface types)

javax.faces.context.FacesContext, it internally uses among others the abstract/interface types LifeCycle, ViewHandler, NavigationHandler and many more without that the enduser has to worry about it (which are however overrideable by injection).

javax.faces.context.ExternalContext, which internally uses ServletContext, HttpSession, HttpServletRequest, HttpServletResponse, etc.

Flyweight (recognizeable by creational methods returning a cached instance, a bit the "multiton" idea)

java.lang.Integer#valueOf(int) (also on Boolean, Byte, Character, Short, Long and BigDecimal)

Proxy (recognizeable by creational methods which returns an implementation of given abstract/interface type which in turn delegates/uses a different implementation of given abstract/interface type)

java.lang.reflect.Proxy

java.rmi.\*, the whole API actually.

The Wikipedia example is IMHO a bit poor, lazy loading has actually completely nothing to do with the proxy pattern at all.

Behavioral patterns

Chain of responsibility (recognizeable by behavioral methods which (indirectly) invokes the same method in another implementation of same abstract/interface type in a queue)

java.util.logging.Logger#log()

javax.servlet.Filter#doFilter()

Command (recognizeable by behavioral methods in an abstract/interface type which invokes a method in an implementation of a different abstract/interface type which has been encapsulated by the command implementation during its creation)

All implementations of java.lang.Runnable

All implementations of javax.swing.Action

Interpreter (recognizeable by behavioral methods returning a structurally different instance/type of the given instance/type; note that parsing/formatting is not part of the pattern, determining the pattern and how to apply it is)

java.util.Pattern

java.text.Normalizer

All subclasses of java.text.Format

All subclasses of javax.el.ELResolver

Iterator (recognizeable by behavioral methods sequentially returning instances of a different type from a queue)

All implementations of java.util.Iterator (thus among others also java.util.Scanner!).

All implementations of java.util.Enumeration

Mediator (recognizeable by behavioral methods taking an instance of different abstract/interface type (usually using the command pattern) which delegates/uses the given instance)

java.util.Timer (all scheduleXXX() methods)

java.util.concurrent.Executor#execute()

java.util.concurrent.ExecutorService (the invokeXXX() and submit() methods)

java.util.concurrent.ScheduledExecutorService (all scheduleXXX() methods)

java.lang.reflect.Method#invoke()

Memento (recognizeable by behavioral methods which internally changes the state of the whole instance)

java.util.Date (the setter methods do that, Date is internally represented by a long value)

All implementations of java.io.Serializable

All implementations of javax.faces.component.StateHolder

Observer (or Publish/Subscribe) (recognizeable by behavioral methods which invokes a method on an instance of another abstract/interface type, depending on own state)

java.util.Observer/java.util.Observable (rarely used in real world though)

All implementations of java.util.EventListener (practically all over Swing thus)

javax.servlet.http.HttpSessionBindingListener

javax.servlet.http.HttpSessionAttributeListener

javax.faces.event.PhaseListener

State (recognizeable by behavioral methods which changes its behaviour depending on the instance's state which can be controlled externally)

javax.faces.lifecycle.LifeCycle#execute() (controlled by FacesServlet, the behaviour is dependent on current phase (state) of JSF lifecycle)

Strategy (recognizeable by behavioral methods in an abstract/interface type which invokes a method in an implementation of a different abstract/interface type which has been passed-in as method argument into the strategy implementation)

java.util.Comparator#compare(), executed by among others Collections#sort().

javax.servlet.http.HttpServlet, the service() and all doXXX() methods take HttpServletRequest and HttpServletResponse and the implementor has to process them (and not to get hold of them as instance variables!).

javax.servlet.Filter#doFilter()

Template method (recognizeable by behavioral methods which already have a "default" behaviour definied by an abstract type)

All non-abstract methods of java.io.InputStream, java.io.OutputStream, java.io.Reader and java.io.Writer.

All non-abstract methods of java.util.AbstractList, java.util.AbstractSet and java.util.AbstractMap.

javax.servlet.http.HttpServlet, all the doXXX() methods by default sends a HTTP 405 "Method Not Allowed" error to the response. You're free to implement none or any of them.

Visitor (recognizeable by two different abstract/interface types which has methods definied which takes each the other abstract/interface type; the one actually calls the method of the other and the other executes the desired strategy on it)

javax.lang.model.element.AnnotationValue and AnnotationValueVisitor

javax.lang.model.element.Element and ElementVisitor

javax.lang.model.type.TypeMirror and TypeVisitor

java.nio.file.FileVisitor and SimpleFileVisitor
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impressive.. :) +1. javax.lang.model.element defines visitors ;) I'm not quite sure whether doXXX and doFilter are "strategies". – Bozho Apr 26 '10 at 13:14
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This related blog post just appeared briandupreez.net/2010/11/design-patterns-in-jdk.html – Bozho Nov 23 '10 at 19:09

7

The mentioned builders e.g. StrinbgBuilder are all not an example for the Builder-Pattern. It is a very common mistake however to consider them as builders (so you are not really to blame ^\_^) – Angel O'Sphere May 25 '11 at 13:41

9

@BalusC: Object.toString() can hardly be considered to be a factory method; the class relationship is right but the intention is wrong. It's hard to draw the line of course, but any method creating and returning another object can't be called a factory method. Maybe you can say that purpose of toString isn't to create a string but the return info about the receiver, therefore it is not a factory method. – Lii Oct 20 '12 at 15:40
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@BalusC, I have a question to ask you. Did you read the WHOLE source code of Java and JSF? – Tapas Bose Jan 9 '13 at 21:39
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Observer pattern throughout whole swing (Observable, Observer)

MVC also in swing

Adapter pattern: InputStreamReader and OutputStreamWriter NOTE: ContainerAdapter, ComponentAdapter, FocusAdapter, KeyAdapter, MouseAdapter are not adapters; they are actually Null Objects. Poor naming choice by Sun.

Decorator pattern (BufferedInputStream can decorate other streams such as FilterInputStream)

AbstractFactory Pattern for the AWT Toolkit and the Swing pluggable look-and-feel classes

java.lang.Runtime#getRuntime() is Singleton

ButtonGroup for Mediator pattern

Action, AbstractAction may be used for different visual represntations to execute same code -> Command pattern

Interned Strings or CellRender in JTable for Flyweight Pattern (Also think about various pools - Thread pools, connection pools, EJB object pools - Flyweight is really about management of shared resources)

The Java 1.0 event model is an example of Chain of Responsibility, as are Servlet Filters.

Iterator pattern in Collections Framework

Nested containers in AWT/Swing use the Composite pattern

Layout Managers in AWT/Swing are an example of Strategy

and many more I guess
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java.lang.Math (6th one) is not singleton, you don't have an instance to start with, everything is static. That's not singleton – Ion Todirel Apr 25 '10 at 5:11
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Thanks for the tip on MouseAdapter. I found this exaplanation: stackoverflow.com/questions/9244185/… – Lincoln May 20 '15 at 14:24
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Flyweight is used with some values of Byte, Short, Integer, Long and String.

Facade is used in many place but the most obvious is Scripting interfaces.

Singleton - java.lang.Runtime comes to mind.

Abstract Factory - Also Scripting and JDBC API.

Command - TextComponent's Undo/Redo.

Interpreter - RegEx (java.util.regex.) and SQL (java.sql.) API.

Prototype - Not 100% sure if this count, but I thinkg clone() method can be used for this purpose.